[Scala Constructs](https://play.fresco.me/course/176)

Introduction to Scala Constructs

***Welcome to Functional programming and Scala***. In this course, you will learn:

* Key concepts of Functional Programming
* Scala and how to install Scala
* Language Constructs (Variables, Collections, Higher order functions, and Function Literals - Closure)
* OOPS (Classes, Objects, Case Classes and Pattern Matching)

Concepts of Functional Programming

[**Functional Programming**](https://en.wikipedia.org/wiki/Functional_programming)**(FP) is a programming paradigm**.

It is about the style of how you develop the blocks of your program. It focuses not on how to compute, but what to compute. Functions are first class citizens in an FP.

Let us learn a few key concepts that are commonly adopted in any functional programming language viz.,

* Pure functions
* No side effects
* Immutability
* Referential transparency
* Higher-order functions

Side Effects

You must have written or will be writing lot of functions in your code. Have you realized doing any of the following actions in a function will result in **side effects**?

* Changing the value of a variable
* Updating the data structure already in place
* Setting a field in an object
* Throwing exception
* Waiting due to an error
* Printing output/content to console
* Dealing with files (read/write) and so on.

Functions that are written without any ***side effects*** are called **Pure Functions**.

##### Immutability

**If you cannot change something, that is immutable**.

An immutable object (unchangeable object) is an object whose value or state cannot be modified once created.

Immutability is not about restricting you to do something. It is more about dealing it differently.

Let us see a quick example.

val number: Int = 20

number = 30

number = 30 gives a compilation error in Scala (val is the keyword in Scala to define an immutable object)

##### Referential Transparency and Purity

**A function is supposed to be referentially transparent, if for the same input it always produces the same output.**

Can you think of an example which is against this? Let us look at the following pseudo code (too early to write Scala code!)

function getTimeAdded(input: Long) = return (System.currentTime + input)

The output of the above function will not be same even if you call with the same argument, "at different times." So the above function is not referentially transparent.

##### Why Scala

**Scala** is

* both **functional and object-oriented**.
* a modern multi-paradigm programming language.
* concise, elegant, and type-safe.

##### Popular Functional Programming languages

There are pure and impure functional languages. The list of impure languages is huge. They are impure because they allow a different style of writing.

For example, ***Scala is object-oriented, not just functional.***

**Pure Languages:**

* Haskell
* Mercury
* AGDA

**Impure Languages:**

* Python
* Scala
* C#
* R
* F#
* Erlang

Environment for Scala Programming
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You can select one of the three ways to get started with Scala!

* Download [Scala](https://www.scala-lang.org/download/)
* Use REPL and PlayGrounds commonly available over the internet for learning.
* Use SBT (Scala Build Tool) or Maven to build real projects.

Also, for Scala, you can make use of popular IDEs such as IntelliJ and Eclipse IDE. IntelliJ has good plugins for auto-completion, formatting, etc.

This course is providing embedded REPL for your hands on!

**Install Scala in Windows machine:**

**Hands on**

Scala Constructs – Handson 1

Instructions:

* This is a simple Scala program where you are supposed to print”Hello World”
* Use an object class with name HelloWorld
* Use a main method within this created object class and print the required message.

Code :

import java.io.\_

import java.math.\_

import java.security.\_

import java.text.\_

import java.util.\_

import java.util.concurrent.\_

import java.util.function.\_

import java.util.regex.\_

import java.util.stream.\_

import scala.collection.immutable.\_

import scala.collection.mutable.\_

import scala.collection.concurrent.\_

import scala.concurrent.\_

import scala.io.\_

import scala.math.\_

import scala.sys.\_

import scala.util.matching.\_

import scala.reflect.\_

object HelloWorld {

    def main() {

        println("Hello World")

    }

}

// Put your code here

object Solution {

    def main(args: Array[String]) {

        HelloWorld.main()

    }

}

##### Declaring and Using Variables

Let us go straight to a code snippet to understand some basic elements of the language.

Read the comments carefully in the following code. Please note:

// is to comment a line of code and /\* \*/ can be used to comment a block.

object Main extends App {

println("Hello Scala")

// initializing an immutable object/variable using val

val a: Int = 10

println(a)

// Re assignment to a val?? uncomment and see the compilation error.

// a = 20

// initializing a mutable variable using var

// a legal expression even though we haven't explicitly stated the data type of `b`.

var b = 20

// Scala compiler can infer the data type as Int.

b = 30 // we can mutate the value of `b` since its declared as `var`

}

Here object Main inherits the main method of App. App is called as trait, which is equivalent to interface in Java.

##### Declaring and Using Variables Contd...

To summarize,

* Declaring a variable with **var**, makes it mutable
* Declaring a variable with **val** makes it immutable
* Reassignment of an immutable variable is not possible
* Data type declaration happens after the variable name and a colon :
* Data type declaration is not mandatory
* In the absence of explicit data type declaration, Scala can infer the variable type based on the value assigned
* line of code or block of code can be commented using // or /\* \*/

##### Higher Order Functions

Just like we pass variables or objects as arguments to functions, we can pass around **function itself as an argument to another function** in Scala.

Even the **return type** of a function can be another function! These type of functions are called as **Higher Order Functions**.

Function Definition Explained

Scala syntax is flexible, and there are different ways you can write a function from a syntax point of view.

Let us look at a simple function definition first.

def addOne(arg: Int): Int = { arg + 1 }

* **def** is the keyword to define a method or function.
* **addOne** is a function that takes an integer as argument and returns another integer as result.

Scala notation to express it: Int => Int (You can say Int gives Int !)

**Defining Functions :**

**Instructions:**

* Define a function ‘add ’ which returns the sum of two integer numbers.
* Use an object class with name Result.
* The function ‘add’ accepts two integer parameters.

Code :

    /\*

     \* Complete the 'add' function below.

     \*

     \* The function is expected to return an INTEGER.

     \* The function accepts following parameters:

     \*  1. INTEGER op1

     \*  2. INTEGER op2

     \*/

    // Put your code here

object Result {

    def add(a: Int, b: Int): Int ={

        return a + b

    }

}

object Solution {

    def main(args: Array[String]) {

        val printWriter = new PrintWriter(sys.env("OUTPUT\_PATH"))

        val op1 = StdIn.readLine.trim.toInt

        val op2 = StdIn.readLine.trim.toInt

        val result = Result.add(op1, op2)

        printWriter.println(result)

        printWriter.close()

    }

}

Create a Higher Order function

Let us consider the following code snippet, **myHigherOrderFunction** function that takes two parameters.

* **First parameter** or **argument** is a **function** (i.e. *a function itself as an argument*). The function which is passed, when called, should be of type Int => Int. You could relate this to a function definition in the previous section.
* **Second parameter** is a value, a regular kind of parameter that we see.

def myHigherOrderFunction(argFn: Int => Int, argVal: Int): Int = {

println("Inside myHigherOrderFunction ")

println(s"\n Applying the arg function to argVal = $argVal")

argFn(argVal) // compute the argFn and return the result

}

**Another takeaway**: Look at the second print statement in the snippet and understand how to substitute a variable value in a string.

##### Calling a Higher Order Function

val myNumber = 10

val result = myHigherOrderFunction(addOne, myNumber)

println(result)

The output of the above code would be 11. Do you know how that is done?

**Important code on HigherOrder Functions**

object Result {

def addOne(a: Int): Int = {

return a + 1;

}

def myHigherOrderFunction(addOne: Int => Int, argVal: Int): Int = {

println("Inside myHigherOrderFunction")

addOne(argVal)

}

}

object Solution {

def main(args: Array[String]){

val myNumber = 10

val result = Result.myHigherOrderFunction(Result.addOne, myNumber)

println(result)

}

}

OR

**Actual approach**

object Result {

def myHigherOrderFunction(addOne: Int => Int, argVal: Int): Int = {

println("Inside myHigherOrderFunction")

addOne(argVal)

}

}

object Solution {

def main(args: Array[String]){

def addOne(a: Int): Int = {

return a + 1;

}

val myNumber = 10

val result = Result.myHigherOrderFunction(addOne, myNumber)

println(result)

}

}

**Function Literals :**

**Instructions:**

* Define a function literal named ‘multiply’ which returns the product of two integer numbers.
* Use an object with name Result to define the function literal.
* The function ‘multiply’ accepts two integer paramerters.

**Code :**

// Put your code here

    /\*

     \* Complete the 'multiply' function literal below.

     \*

     \*/

object Result {

    var multiply = (a:Int, b:Int) => a\*b// Define your function literal here

}

object Solution {

    def main(args: Array[String]) {

        val printWriter = new PrintWriter(sys.env("OUTPUT\_PATH"))

        val op1 = StdIn.readLine.trim.toInt

        val op2 = StdIn.readLine.trim.toInt

        val result = Result.multiply(op1, op2)

        printWriter.println(result)

        printWriter.close()

    }

}

##### Data Types in Scala
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##### Function Literals

* In Scala, functions can be expressed in **function literal**
* For example: (x: Int) => x + 1 is a function literal
* Those functions can be represented by objects, which are called **function values**.

The above function can be read as, a function which takes an integer argument and returns an integer result.

You can assign it to an object also as val f = (x: Int) => x + 1

##### Using Function Literal

Here is an example snippet to show to use function literals or function values:

def myHigherOrderFunction(argFn: Int => Int, argVal: Int): Int = {

argFn(argVal) // compute the argFn and return the result

}

If the literal is not assigned to an object, it can be used as

val result = myHigherOrderFunction((a: Int) => { a + 1 }, 12).

If the same is assigned to an object f, it can be used as

val result = myHigherOrderFunction(f, 12).

Both will give the same result.

**Function literals are also known as anonymous functions**.

Important Questions:

Which is the default class used to import a list in Scala?

Ans

scala.collection.immutable

For the given statement,

val s = List(1,2,3)

What would be the type of s?

Ans : List[Int]

Is this a valid expression?

val f: Int = (x: Int) => x + 1

No

What is the preferred qualifier for defining a variable in Scala?

Val

What would be the output of following snippet?

val s = List(1,2,3,4)

val t = List(5,6,7,8)

val n = s ++ t

println(n)

List(1, 2, 3, 4, 5, 6, 7, 8)

##### Scala Collections

* List
* Filter
* forEach
* Map

**Collections** let you organize large numbers of objects.

* Scala has a rich collection library
* In simple cases, you can throw a few objects into a set or a list and not think much about it.
* For trickier cases, Scala provides a general library with several collection types, such as sequences, sets and maps.
* Each collection type comes in two variants—**mutable** and **immutable**.

Most kinds of **collections have several different implementations** that have different tradeoffs of speed, space, and the requirements on their input data.

##### Lists

Let us get started with List, one of the most used collections in Scala.

**List**, as the name goes, is similar to arrays. It is a **collection of elements of the same type**.

Here is an example to create an integer list:

val intList: List[Int] = List(1,2,3).

As Scala is a language with lot of syntactic sugar and built-in type inference features, programmers can write the above expression as

val intList = List(1,2,3) // this is valid too.

##### Map

Collections in Scala has a lot of built-in functions, and many of them are of type higher order functions. Let us see an example.

// function to convert an integer to a string

def covertToString(arg: Int): String = arg.toString

Now, the following snippet would convert a list Integer values to a list of String, using map function.

val newList: List[String] = intList.map(covertToString)

// convertToString is a function which is passed onto map function in list.

The function map in List type is a higher order function. It accepts a function that operates on one element of a List at a time. The argument function maps one element of list to another type say, U. i.e once you apply the map function on a list of type List[T], the result you get back is a List[U].

**Note: U can be same as T as well**

Using user-defined function

object GfG

{

    // square of an integer

    def square(a:Int):Int

    =

    {

        a\*a

    }

    // Main method

    def main(args:Array[String])

    {

        // source collection

        val collection = List(1, 3, 2, 5, 4, 7, 6)

        // transformed collection

        val new\_collection = collection.map(square)

        println(new\_collection)

    }

}

Using anonymous function

object GfG

{

    // Main method

    def main(args:Array[String])

    {

        // source collection

        val collection = List(1, 3, 2, 5, 4, 7, 6)

        // transformed collection

        val new\_collection = collection.map(x => x \* x )

        println(new\_collection)

    }

}

**Code:**

**List Functions**

In this Hands-on, Use the list List(1,2,3,4,5,6) as a sample list to perform various list operations. Below are the instructions to be followed.

**Instructions :**

* Write a code to print head of the list, tail of the list, length of the list, and reverse of the list.
* Use an object class with name Result.
* Define a function with name ListFunctions inside the object class

**Code:**

import java.io.\_

import java.math.\_

import java.security.\_

import java.text.\_

import java.util.concurrent.\_

import java.util.function.\_

import java.util.regex.\_

import java.util.stream.\_

import scala.collection.immutable.\_

import scala.collection.mutable.\_

import scala.collection.concurrent.\_

import scala.concurrent.\_

import scala.io.\_

import scala.math.\_

import scala.sys.\_

import scala.util.matching.\_

import scala.reflect.\_

// Put your code here

object Result{

    def ListFunctions() = {

        val sampleList: List[Int] =  List(1,2,3,4,5,6)

        println(sampleList.head)

        println(sampleList.tail)

        println(sampleList.length)

        println(sampleList.reverse)

    }

}

object Solution {

    def main(args: Array[String]) {

        Result.ListFunctions()

    }

}

**Output:**

* **1**
* **List(2, 3, 4, 5, 6)**
* **6**
* **List(6, 5, 4, 3, 2, 1)**

**String length – str.length()**

**Collection length – coll.length**

##### Collection Hierarchy

Scala collections orderly differentiate immutable and mutable collections.

* A **mutable collection** can be extended or updated in place. i.e. user can include, change or exclude elements of a collection as a side effect.
* By contrast, **immutable collections**, never change. Still, a user has operations that simulate updates, removals, or additions. However, these operations will return a new collection in each case and allow the old collection unchanged, as well.

Collection Classes

* The entire lot of **collection classes** are available in the scala.collection package or one of the sub-packages of scala.collection - generic, immutable, and mutable.
* Most [collection classes](http://docs.scala-lang.org/overviews/collections/overview.html) needed by client code exist in three variants, which are located in packages scala.collection, scala.collection.immutable, and scala.collection.mutable, respectively.
* Each variant features distinct characteristics on mutability.

Note: ***By default, Scala always takes collection from the immutable hierarchy.***

For instance,

* If you just write Set without any prefix, or without having imported Set from somewhere, you will get an immutable set.
* If you write Iterable, you will get an immutable iterable collection, because these are the default bindings imported from the Scala package.
* To have the mutable default versions, you have to write explicitly collection.mutable.Set, or collection.mutable.Iterable

##### Filtering

There are plenty of built-in functions provided in Scala for all collections. We will look at a few of the commonly used ones.

Here is an example of filter and \_some more syntactic sugars in Scala. It is fun. Read the commented part carefully.

object Main extends App {

val lst = List(1, 2, 3, 4, 5, 6, 7, 8, 9, 10)

// example for filtering all elements greater than 5

val g5 = lst.filter(i => i > 5)

println(g5)

}

* The above statement also shows usage of an anonymous function. ie i => i > 5 is actually of type Int => Boolean. type of i is not explicitly given as Scala understands that it is an Integer.
* Writing it as i: Int => i > 5 is also correct.
* Another simplification in terms of Syntactic sugar is to write the expression as val g5 = lst.filter(\_ > 5). **\_** (underscore) will be replaced by the elements of the list by Scala compiler for you.

##### foreach

foreach is an example of a method that can have side effects. foreach does not return anything. It can be used for writing the output to disk, database, printing, etc.

val intList = List(1,2,3,4,5)

intList.foreach(println) // foreach is of return type `Unit`

Above snippet will print the result to stdout.

**Unit is the return type to mean there is nothing returned**. Hence the methods of return type Unit can have side effects, i.e., they are not pure functions.

Does it make sense with the functional programming concepts we learned?

##### Other Important Functions in Collections

![Other Important Functions in Collections](data:image/jpeg;base64,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)

Refer the [scala library](http://www.scala-lang.org/api/2.12.0/scala/collection/TraversableLike.html)

Do some exercises on your own. We will cover few of the complex ones in the upcoming courses.

**Code:**

**Using Filters in Scala**

**Instructions:**

* ListFilter takes integer input as a function parameter.
* A list must be generated with the input number of elements in the list starting from zero.
* On the first line, Print the list of integers.
* On the second line, Print the even numbers from the list using the filter function.

**Code:**

import java.io.\_

import java.math.\_

import java.security.\_

import java.text.\_

import java.util.concurrent.\_

import java.util.function.\_

import java.util.regex.\_

import java.util.stream.\_

import scala.collection.immutable.\_

import scala.collection.mutable.\_

import scala.collection.concurrent.\_

import scala.concurrent.\_

import scala.io.\_

import scala.math.\_

import scala.sys.\_

import scala.util.matching.\_

import scala.reflect.\_

object Result {

    /\*

     \* Complete the 'ListFilter' function below.

     \*

     \* The function accepts INTEGER var1 as parameter.

     \*/

    def ListFilter(var1: Int) {

       // Put your code here

       val intList: List[Int] =  List.range(0, var1)

       println(intList)

       val evenNum = intList.filter(i => i % 2 == 0) // or intList.filter(\_%2 ==0)

       println(evenNum)

    }

}

object Solution {

    def main(args: Array[String]) {

        val var1 = StdIn.readLine.trim.toInt

        Result.ListFilter(var1)

    }

}

**Output :**

* **List(0, 1, 2, 3, 4)**
* **List(0, 2, 4)**

What is flatMap?

We have already tried some examples with map. **flatMap** is very similar to map. However, there are some differences concerning the functions that are passed onto them. Both map and flatMap can be applied on many other data structures and where they are supported.

Let us use List as an example here to understand about flatMap easily.

To make it clear,

* map accepts a function that returns U for a given T. Here, T => U, hope you remember the previous example about Int => Int. T and U are generic types here.
* flatMap accepts a function that returns a List[U] for every T. ie the function passed onto it should be of type T => List[U]. The results are finally flattened to create a single List[U].

It might be looking slightly complicated. Some examples would make it clear.

##### Example for flatMap

Following snippet gives an example for flatMap.

object Main extends App {

val intList = List(1,2,3,4,5)

def returnTwo(arg: Int): List[Int] = List(arg, arg)

val newList = intList.flatMap(returnTwo)

println(newList)

}

output of the above snippet would be List(1,1,2,2,3,3,4,4,5,5)

Hope that is clear now!

**Code :**

**Using FlatMaps in Scala**

**Instructions:**

* flatMapUsage takes integer input as function parameter.
* A list numberList must be generated with the input number of elements in the list starting from 1.
* Each number in the List generated numberList must be used to create separate lists with elements equal to the number starting from 1 and named as listGenerator.
* Next join all the elements in the lists generated in the previous step using flatmap and name it as resultList.
* On the first line, print the combined list of elements.
* On the second line, Print the length of the list generated.

Code:

import java.io.\_

import java.math.\_

import java.security.\_

import java.text.\_

import java.util.concurrent.\_

import java.util.function.\_

import java.util.regex.\_

import java.util.stream.\_

import scala.collection.immutable.\_

import scala.collection.mutable.\_

import scala.collection.concurrent.\_

import scala.concurrent.\_

import scala.io.\_

import scala.math.\_

import scala.sys.\_

import scala.util.matching.\_

import scala.reflect.\_

object Result {

    /\*

     \* Complete the 'flatMapUsage' function below.

     \*

     \* The function accepts INTEGER var1 as parameter.

     \*/

    def flatMapUsage(var1: Int) {

         // Put your code h

         val listNum: List[Int] = List.range(1, var1+ 1)

         def listGenerator(arg: Int): List[Int] = List.range(1, arg+1)

         val resultList = listNum.flatMap(listGenerator)

         println(resultList)

         println(resultList.length)

    }

}

object Solution {

    def main(args: Array[String]) {

        val var1 = StdIn.readLine.trim.toInt

        Result.flatMapUsage(var1)

    }

}

Output:

* **List(1, 1, 2, 1, 2, 3)**
* **6**

##### Objects

Scala is a **pure object oriented language** and it extends the use of classes, objects, interfaces, etc. to programmers.

While working on building applications using Scala, you can decompose your program into classes, objects, etc. to deal with complexities.

In other words, a class should be responsible for **a reasonable amount of functionality**.

In the process of designing your classes, you can also design interfaces to those classes that abstract away the details of their implementation.

Objects and Variables

When writing the code of a Scala program, you create and interact with objects. To interact with a particular object, you can use a variable that refers to the object.

You can define a variable with either a val or var, and assign an object to it with =.

For example,

* When you write **val i = 1**, you create an *Int* object with the value 1 and assign it to a variable. In this case, a val named i.
* Similarly, when you write **var s = "Happy"**, you create a *String* object with the value "Happy" and assign it to a variable, a var named as s.

Singleton Objects

One way in which Scala is more object-oriented than Java is that classes in Scala cannot have static members.

Instead, Scala has singleton objects. A singleton object definition looks like a class definition, except instead of the keyword class *you use the keyword object*. Here’s an example:

*Don't worry about the logic in the following snippet. However you may explore what is for comprehension in Scala.*

object simpleObjectExample {

val defaultValue = 20

def doSomething(arg: Int) = { arg \* 2 \* 3 }

}

You can use the functions or members as objectName.member.

for ex: simpleObjectExample.doSomething(100)

We have already used singleton objects in our previous sections, in various places. Do you remember?

##### Classes

A class is considered as a blueprint for objects. Once you define a class, you can create objects of it using the keyword new. For example, given the class definition:

class Home {

// class definition goes here

// define your members here (both variables and functions)

}

You can create Home objects (also known as instances of class Home) with:

new Home

A user can assign the object to a variable, for later reference and usage.

val h1 = new Home

you can construct many objects from one class:

val h2 = new Home

val h3 = new Home

You now have three Home objects.

##### Case Class

case classes are similar to classes. You need to a put a keyword case in front of class.

Is that all ? No.

You can build objects of them without using new keyword.

How do I create a case class.

case class Fresco(specialisation: String, courseName: String)

Now creating an object of type Fresco is easy enough as

val obj = Fresco("modern data platform", "functional programming in Scala")

There is no *new* keyword used, no setter methods used.

***case classes can have methods just like normal classes***

##### Pattern Matching

**Pattern matching** is very similar to switch case structures that you would have seen other programming languages. However, Pattern Matching in Scala has lot more to do!

Let us start with a simple example.

**Matching on Values**

val times = 1

times match {

case 1 => "one"

case 2 => "two"

// \_ matches everything else

case \_ => "some other number"

}

You can also use the concept called guards along with pattern matching. An example is here.

// Note the if conditions given in case

times match {

case i if i == 1 => "one"

case i if i == 2 => "two"

case \_ => "some other number"

}

##### Pattern Matching on types

We have seen one case of pattern matching, that was matching on values. Now let us look at an example of matching on types, sounds interesting?

You can use a match to handle values of different types differently.

// Any is the super type of all built-in types in Scala.

In this example, argument o is matched against a type, whether it is Double or Int before doing an operation.

def bigger(o: Any): Any = {

o match {

case i: Int if i < 0 => i - 1

case i: Int => i + 1

case d: Double if d < 0.0 => d - 0.1

case d: Double => d + 0.1

case text: String => text + "s"

}

}

##### Pattern matching on case classes

case classes are designed to be used with pattern matching.

abstract class Notification

case class Email(

sender: String,

title: String,

body: String) extends Notification

case class SMS(

caller: String,

message: String) extends Notification

case class VoiceRecording(

contactName: String,

link: String) extends Notification

Notification is an abstract super class which has three concrete Notification types implemented with case classes Email, SMS, and VoiceRecording.

##### Pattern Matching on Case Classes Contd...

Now we can do pattern matching on these case classes:

def showNotification(notification: Notification): String = {

notification match {

case Email(email, title, \_) =>

s"You got an email from $email with title: $title"

case SMS(number, message) =>

s"You got an SMS from $number! Message: $message"

case VoiceRecording(name, link) =>

s"you received a Voice Recording from $name! Click the link to hear it: $link"

}

}

val someSms = SMS("12345", "Are you there?")

val someVoiceRecording = VoiceRecording("Tom", "voicerecording.org/id/123")

// prints You got an SMS from 12345! Message: Are you there?

println(showNotification(someSms))

// you received a Voice Recording from Tom! Click the link to hear it: voicerecording.org/id/123

println(showNotification(someVoiceRecording))

**code:**

**Pattern Matching in scala**

**Instructions:**

* PatternMatching takes the integer input from command line.
* Based on the input, write a code using match to print Negative/Zero is input when input is less than or equal to 0.
* Print Evn number is given when input is even, and
* Print Odd number is given when input is odd

import java.io.\_

import java.math.\_

import java.security.\_

import java.text.\_

import java.util.\_

import java.util.concurrent.\_

import java.util.function.\_

import java.util.regex.\_

import java.util.stream.\_

import scala.collection.immutable.\_

import scala.collection.mutable.\_

import scala.collection.concurrent.\_

import scala.concurrent.\_

import scala.io.\_

import scala.math.\_

import scala.sys.\_

import scala.util.matching.\_

import scala.reflect.\_

object Result {

    /\*

     \* Complete the 'PatternMatching' function below.

     \*

     \* The function accepts INTEGER var1 as parameter.

     \*/

    def PatternMatching(var1: Int) {

        var1 match{

            case i if i <= 0 => println("Negative/Zero is input")

            case i if i % 2 == 0 => println("Even number is given")

            case i if i % 2 != 0 => println("Odd number is given")

        }

    }

}

object Solution {

    def main(args: Array[String]) {

        val var1 = StdIn.readLine.trim.toInt

        Result.PatternMatching(var1)

    }

}

##### Traits

Traits are applied to share fields and interfaces between classes. These are same as Java 8’s interfaces. Objects and classes can extend traits. However, traits cannot be instantiated and hence have no parameters.

**Defining a trait**

A minimal trait is simply the keyword trait and an identifier:

ex: trait HairColor

extends is the keyword to inherit from a trait.

##### Traits Example

Let us look at an example

for trait.

trait BaseSoundPlayer {

def play

def close

def pause

def stop

def resume

}

If a class implements one trait it will use the extends keyword:

class Mp3SoundPlayer extends BaseSoundPlayer {

def play {}

def close {}

def pause {}

def stop {}

def resume {}

}

One trait can extend another trait:

If a class extends a trait but does not implement the methods defined in that trait, it must be declared abstract:

##### Implementing Multiple Traits

If a class implements multiple traits, it will extends the first trait (or a class, or abstract class), and then use with for other traits:

Here is an example

abstract class Animal {

def speak

}

trait WaggingTail {

def startTail

def stopTail

}

trait FourLeggedAnimal {

def walk

def run

}

class Dog extends Animal with WaggingTail with FourLeggedAnimal {

// implementation code here ...

}

**Code :**

**Basic Class Implementation:**

**Instructions:**

* Define a Class Rectangle. Class Rectangle has a constructor taking two integer parameters, length and breadth.
* It has two functions area and perimeter which calculate the respective parameters for the Rectangle object created.
* Print the values of area and perimeter in the respective class methods.

import java.io.\_

import java.math.\_

import java.security.\_

import java.text.\_

import java.util.\_

import java.util.concurrent.\_

import java.util.function.\_

import java.util.regex.\_

import java.util.stream.\_

import scala.collection.immutable.\_

import scala.collection.mutable.\_

import scala.collection.concurrent.\_

import scala.concurrent.\_

import scala.io.\_

import scala.math.\_

import scala.sys.\_

import scala.util.matching.\_

import scala.reflect.\_

class Rectangle(length: Int, breadth: Int) {

    def area() {

        val areaOfRectangle: Int = length \* breadth

        println(areaOfRectangle)

    }

    def perimeter() {

        val perimeterOfRectangle: Int = 2\*(length + breadth)

        println(perimeterOfRectangle)

    }

}

// Put your code here

object Solution {

    def main(args: Array[String]) {

        val length = StdIn.readLine.trim.toInt

        val breadth = StdIn.readLine.trim.toInt

        // Result.Rectangle(length, breadth)

        var rect = new Rectangle(length, breadth);

        rect.area();

        rect.perimeter();

    }

}

**Code:**

**Using case classes in scala**

**Instructions:**

* Follow the instructions which are given as comments and proceed through the challenge.
* Create two book objects with the following details
* 1.
* Name : Scala for the Impatient
* Author: Cay S. Horstmann
* 2.
* Name: Scala Cookbook
* Author: Alvin Alexander
* Print the message in the following format: “Author of this {name} is {author}”

import java.io.\_

import java.math.\_

import java.security.\_

import java.text.\_

import java.util.\_

import java.util.concurrent.\_

import java.util.function.\_

import java.util.regex.\_

import java.util.stream.\_

import scala.collection.immutable.\_

import scala.collection.mutable.\_

import scala.collection.concurrent.\_

import scala.concurrent.\_

import scala.io.\_

import scala.math.\_

import scala.sys.\_

import scala.util.matching.\_

import scala.reflect.\_

object Result {

    // Create a case class book with name(string) and author(string)

    case class Book(name: String, author: String)

    def describe() {

        //Create the two case class objects as described in the statement

        //Print the details here

        val obj1 = Book("Scala for the Impatient", "Cay S. Horstmann")

        val obj2 = Book("Scala Cookbook","Alvin Alexander")

        println(s"Author of this ${obj1.name} is ${obj1.author}")

        println(s"Author of this ${obj2.name} is ${obj2.author}")

    }

}

object Solution {

    def main(args: Array[String]) {

        Result.describe()

    }

}

**Code:**

**Working on traits in Scala**

**Instructions :**

* Write trait-ArithmeticOperations such that it has the variables x, y, and functions add, subtract, multiply, and divide.
* The class Variables extend ArithmeticOperations and have a constructor taking in two integers.
* On successful execution the code must give the desired output of each operation.
* Return the results of add, subtract, multiply and divide to the respective methods.

import java.io.\_

import java.math.\_

import java.security.\_

import java.text.\_

import java.util.\_

import java.util.concurrent.\_

import java.util.function.\_

import java.util.regex.\_

import java.util.stream.\_

import scala.collection.immutable.\_

import scala.collection.mutable.\_

import scala.collection.concurrent.\_

import scala.concurrent.\_

import scala.io.\_

import scala.math.\_

import scala.sys.\_

import scala.util.matching.\_

import scala.reflect.\_

object Result{

    trait ArithmeticOperations{

        // Put your code here

        val x:Int

        val y:Int

        def add: Int

        def subtract: Int

        def multiply: Int

        def divide: Int

    }

    class Variables(op1: Int, op2: Int) extends ArithmeticOperations{

        // Put your code here

        val x = op1

        val y = op2

        def add() = x + y

        def subtract() = x - y

        def multiply() =  x \* y

        def divide() = x/y

    }

}

object Solution {

    def main(args: Array[String]) {

        val printWriter = new PrintWriter(sys.env("OUTPUT\_PATH"))

        val op1 = StdIn.readLine.trim.toInt

        val op2 = StdIn.readLine.trim.toInt

        // val result = Resultvariable(op1, op2)

        var variable = new Result.Variables(op1, op2)

        // printWriter.println(result)

        printWriter.println(variable.add)

        printWriter.println(variable.subtract)

        printWriter.println(variable.multiply)

        printWriter.println(variable.divide)

        printWriter.close()

    }

}

**Code:**

**Using higher order function with lists**

**Instructions :**

* ListHigherOrder takes an integer input
* Based on the input write a code to generate a list intList, upto a given integer stating from 1. When input is 3, List(1,2,3) must be generated.
* Write a function factorial which gives the factorial of a given number using recursion
* Write a higher order function myHigherOrder Function which takes factorial function and intList, and prints the factorial of each integer in the intList.

**Code:**

import java.io.\_

import java.math.\_

import java.security.\_

import java.text.\_

import java.util.concurrent.\_

import java.util.function.\_

import java.util.regex.\_

import java.util.stream.\_

import scala.collection.immutable.\_

import scala.collection.mutable.\_

import scala.collection.concurrent.\_

import scala.concurrent.\_

import scala.io.\_

import scala.math.\_

import scala.sys.\_

import scala.util.matching.\_

import scala.reflect.\_

object Result {

    def Factorial(){

    }

    def ListHigherOrder(input: Int) {

     // Put your code here

        val intList: List[Int] =  List.range(1, input+1)

        def factorial(num: Int): Int = {

            def fac(x: Int, acc: Int): Int = {

                if (x == 1) acc

                else fac(x - 1, acc \* x)

            }

        fac(num, 1)

        }

        def myHigherOrderFunction(fac: (Int) => Int, intList: List[Int]) = intList.foreach((x: Int) => println(fac(x)))

        myHigherOrderFunction(factorial, intList)

    }

}

object Solution {

    def main(args: Array[String]) {

        val op1 = StdIn.readLine.trim.toInt

        Result.ListHigherOrder(op1)

    }

}

**Output :**

* **1**
* **2**
* **6**

##### Scala Constructs Course Summary

In this course, you have learnt

* Scala as functional program
* Various programming constructs
* Usage of higher order functions
* Understand Scala collections and built-in functions
* Scala is an object oriented program

Questions:

Mentioning the function return type is optional in Scala.

A True

Scala is a JVM language.

True

**Which of the following types allows only a single instance to exist in the global scope?**

1. Object

Which of the following cannot have a constructor?

1. Trait

AnyVal is the best primitive data type.

1. True

Consider the following code snippet:

def prnt = {print("scala"); 1}

def fun(a:Int,b: => Int) = print(a)

What will be the output for function call fun(prnt,5)?

scala1

Scalability is an important trait of a functional programming language.

* 1. True

What would be the output of the following code snippet?

val s = List (10, 11, 12)

val result = s.flatMap(i => List(i-1, i, i +1))

println(result)

List(9, 10, 11, 10, 11, 12, 11, 12, 13)

Object keyword is used to define a singleton class in Scala.

1. True

Scala can be run only on JVM.

1. False

Scala source code can be compiled to Java bytecode and run on a Java virtual machine (JVM). Scala can also be compiled to JavaScript to run in a browser, or directly to a native executable.

toString is a default method available for the new class definition that can be overridden.

1. True

Scala supports only single inheritance.

1. False

Consider the following code snippet:

(a: Int) => a\*a .

This code snippet is an example of \_\_\_\_\_\_\_

Anonymous function

Expressions in Scala are evaluated using a method called \_\_\_\_\_\_\_\_\_

Substitution

What would be the output of the following code snippet?

val l = List(1, 1, 1, 1, 2, 2, 2, 2, 2, 3, 3, 5, 5, 8)

println(l.drop(10))

List(3, 5, 5, 8)

What would be the output of the following code snippet?

val l = List(1, 1, 1, 1, 2, 2, 2, 2, 2, 3, 3, 5, 5, 8)

println(l.take(3))

List(1,1,1)

What would be the type inferred by Scala compiler for variable salary. val salary = 3000.00?

Double

Salary.getClass

# **Scala - Overview**

Scala, short for Scalable Language, is a hybrid functional programming language. It was created by Martin Odersky. Scala smoothly integrates the features of object-oriented and functional languages. Scala is compiled to run on the Java Virtual Machine. Many existing companies, who depend on Java for business critical applications, are turning to Scala to boost their development productivity, applications scalability and overall reliability.

Here we have presented a few points that makes Scala the first choice of application developers.

### **Scala is object-oriented**

Scala is a pure object-oriented language in the sense that every value is an object. Types and behavior of objects are described by classes and traits which will be explained in subsequent chapters.

Classes are extended by **subclassing** and a flexible **mixin-based composition** mechanism as a clean replacement for multiple inheritance.

### **Scala is functional**

Scala is also a functional language in the sense that every function is a value and every value is an object so ultimately every function is an object.

Scala provides a lightweight syntax for defining **anonymous functions**, it supports **higher-order functions**, it allows functions to be **nested**, and supports **currying**. These concepts will be explained in subsequent chapters.

### **Scala is statically typed**

Scala, unlike some of the other statically typed languages (C, Pascal, Rust, etc.), does not expect you to provide redundant type information. You don't have to specify a type in most cases, and you certainly don't have to repeat it.

### **Scala runs on the JVM**

Scala is compiled into Java Byte Code which is executed by the Java Virtual Machine (JVM). This means that Scala and Java have a common runtime platform. You can easily move from Java to Scala.

The Scala compiler compiles your Scala code into Java Byte Code, which can then be executed by the '**scala**' command. The '**scala**' command is similar to the **java** command, in that it executes your compiled Scala code.

### **Scala can Execute Java Code**

Scala enables you to use all the classes of the Java SDK and also your own custom Java classes, or your favorite Java open source projects.

### **Scala can do Concurrent & Synchronize processing**

Scala allows you to express general programming patterns in an effective way. It reduces the number of lines and helps the programmer to code in a type-safe way. It allows you to write codes in an immutable manner, which makes it easy to apply concurrency and parallelism (Synchronize).

## **Scala vs Java**

Scala has a set of features that completely differ from Java. Some of these are −

* All types are objects
* Type inference
* Nested Functions
* Functions are objects
* Domain specific language (DSL) support
* Traits
* Closures
* Concurrency support inspired by Erlang

## **Scala Web Frameworks**

Scala is being used everywhere and importantly in enterprise web applications. You can check a few of the most popular Scala web frameworks −

* [**The Lift Framework**](http://liftweb.net/)
* [**The Play framework**](http://www.playframework.org/)
* [**The Bowler framework**](https://github.com/bowler-framework/bowler-quickstart)

If you have a good understanding on Java, then it will be very easy for you to learn Scala. The biggest syntactic difference between Scala and Java is that the ';' line end character is optional.

When we consider a Scala program, it can be defined as a collection of objects that communicate via invoking each other’s methods. Let us now briefly look into what do class, object, methods and instance variables mean.

* **Object** − Objects have states and behaviors. An object is an instance of a class. Example − A dog has states - color, name, breed as well as behaviors - wagging, barking, and eating.
* **Class**− A class can be defined as a template/blueprint that describes the behaviors/states that are related to the class.
* **Methods** − A method is basically a behavior. A class can contain many methods. It is in methods where the logics are written, data is manipulated and all the actions are executed.
* **Fields** − Each object has its unique set of instance variables, which are called fields. An object's state is created by the values assigned to these fields.
* **Closure** − A **closure** is a function, whose return value depends on the value of one or more variables declared outside this function.
* **Traits** − A trait encapsulates method and field definitions, which can then be reused by mixing them into classes. Traits are used to define object types by specifying the signature of the supported methods.

## **Basic Syntax**

The following are the basic syntaxes and coding conventions in Scala programming.

* **Case Sensitivity** − Scala is case-sensitive, which means identifier **Hello** and **hello** would have different meaning in Scala.
* **Class Names** − For all class names, the first letter should be in Upper Case. If several words are used to form a name of the class, each inner word's first letter should be in Upper Case.

**Example** − class MyFirstScalaClass.

* **Method Names** − All method names should start with a Lower Case letter. If multiple words are used to form the name of the method, then each inner word's first letter should be in Upper Case.

**Example** − def myMethodName()

* **Program File Name** − Name of the program file should exactly match the object name. When saving the file you should save it using the object name (Remember Scala is case-sensitive) and append ‘**.scala**’ to the end of the name. (If the file name and the object name do not match your program will not compile).

**Example** − Assume 'HelloWorld' is the object name. Then the file should be saved as 'HelloWorld.scala'.

* **def main(args: Array[String])** − Scala program processing starts from the main() method which is a mandatory part of every Scala Program.

## **Scala Packages**

A package is a named module of code. For example, the Lift utility package is net.liftweb.util. The package declaration is the first non-comment line in the source file as follows −

package com.liftcode.stuff

Scala packages can be imported so that they can be referenced in the current compilation scope. The following statement imports the contents of the scala.xml package −

import scala.xml.\_

You can import a single class and object, for example, HashMap from the scala.collection.mutable package −

import scala.collection.mutable.HashMap

You can import more than one class or object from a single package, for example, TreeMap and TreeSet from the scala.collection.immutable package −

import scala.collection.immutable.{TreeMap, TreeSet}

# **Scala - Data Types**

|  |  |
| --- | --- |
| **Sr.No** | **Data Type & Description** |
| 1 | **Byte**  8 bit signed value. Range from -128 to 127 |
| 2 | **Short**  16 bit signed value. Range -32768 to 32767 |
| 3 | **Int**  32 bit signed value. Range -2147483648 to 2147483647 |
| 4 | **Long**  64 bit signed value. -9223372036854775808 to 9223372036854775807 |
| 5 | **Float**  32 bit IEEE 754 single-precision float |
| 6 | **Double**  64 bit IEEE 754 double-precision float |
| 7 | **Char**  16 bit unsigned Unicode character. Range from U+0000 to U+FFFF |
| 8 | **String**  A sequence of Chars |
| 9 | **Boolean**  Either the literal true or the literal false |
| 10 | **Unit**  Corresponds to no value |
| 11 | **Null**  null or empty reference |
| 12 | **Nothing**  The subtype of every other type; includes no values |
| 13 | **Any**  The supertype of any type; any object is of type *Any* |
| 14 | **AnyRef**  The supertype of any reference type |

Difference between var and val

Var – mutable variable

Val – immutable variable. Variable cannot be changed

### **Syntax**

val or val VariableName : DataType = [Initial Value]

## **Multiple assignments**

Scala supports multiple assignments. If a code block or method returns a Tuple (**Tuple** − Holds collection of Objects of different types), the Tuple can be assigned to a val variable.

### **Syntax**

val (myVar1: Int, myVar2: String) = Pair(40, "Foo")

## **Extending a Class**

You can extend a base Scala class and you can design an inherited class in the same way you do it in Java (use **extends** key word), but there are two restrictions: method overriding requires the **override** keyword, and only the **primary** constructor can pass parameters to the base constructor. Let us extend our above class and add one more class method.

Scala allows the inheritance from just one class only.

import java.io.\_

class Point(val xc: Int, val yc: Int) {

var x: Int = xc

var y: Int = yc

def move(dx: Int, dy: Int) {

x = x + dx

y = y + dy

println ("Point x location : " + x);

println ("Point y location : " + y);

}

}

class Location(override val xc: Int, override val yc: Int,

val zc :Int) extends Point(xc, yc){

var z: Int = zc

def move(dx: Int, dy: Int, dz: Int) {

x = x + dx

y = y + dy

z = z + dz

println ("Point x location : " + x);

println ("Point y location : " + y);

println ("Point z location : " + z);

}

}

object Demo {

def main(args: Array[String]) {

val loc = new Location(10, 20, 15);

// Move to a new location

loc.move(10, 10, 5);

}

}

## **Implicit Classes**

Implicit classes allow implicit conversations with class’s primary constructor when the class is in scope. Implicit class is a class marked with ‘implicit’ keyword. This feature is introduced in Scala 2.10.

**Syntax** − The following is the syntax for implicit classes. Here implicit class is always in the object scope where all method definitions are allowed because implicit class cannot be a top level class.

### **Syntax**

object <object name> {

implicit class <class name>(<Variable>: Data type) {

def <method>(): Unit =

}

}

### **Example**

Let us take an example of an implicit class named **IntTimes** with the method times(). It means the times () contain a loop transaction that will execute the given statement in number of times that we give. Let us assume the given statement is “4 times println (“Hello”)” means the println (“”Hello”) statement will execute 4 times.

The following is the program for the given example. In this example two object classes are used (Run and Demo) so that we have to save those two classes in different files with their respective names as follows.

**Run.scala** − Save the following program in Run.scala.

object Run {

implicit class IntTimes(x: Int) {

def times [A](f: =>A): Unit = {

def loop(current: Int): Unit =

if(current > 0){

f

loop(current - 1)

}

loop(x)

}

}

}

**Demo.scala** − Save the following program in Demo.scala.

import Run.\_

object Demo {

def main(args: Array[String]) {

4 times println("hello")

}

}

The following commands are used to compile and execute these two programs.

### **Command**

\>scalac Run.scala

\>scalac Demo.scala

\>scala Demo

### **Output**

Hello

Hello

Hello

Hello

**Note** −

* Implicit classes must be defined inside another class/object/trait (not in top level).
* Implicit classes may only take one non –implicit argument in their constructor.
* Implicit classes may not be any method, member or object in scope with the same name as the implicit class.

## **Singleton Objects**

Scala is more object-oriented than Java because in Scala, we cannot have static members. Instead, Scala has **singleton objects**. A singleton is a class that can have only one instance, i.e., Object. You create singleton using the keyword **object** instead of class keyword. Since you can't instantiate a singleton object, you can't pass parameters to the primary constructor. You already have seen all the examples using singleton objects where you called Scala's main method.

## **‘raw’ Interpolator**

The ‘raw’ interpolator is similar to ‘s’ interpolator except that it performs no escaping of literals within a string. The following code snippets in a table will differ the usage of ‘s’ and ‘raw’ interpolators. In outputs of ‘s’ usage ‘\n’ effects as new line and in output of ‘raw’ usage the ‘\n’ will not effect. It will print the complete string with escape letters.

|  |  |
| --- | --- |
| **‘s’ interpolator usage** | **‘raw’ interpolator usage** |
| **Program** −  object Demo {  def main(args: Array[String]) {  println(s"Result = \n a \n b")  }  } | **Program** −  object Demo {  def main(args: Array[String]) {  println(raw"Result = \n a \n b")  }  } |
| **Output** −  Result =  a  b | **Output** −  Result = \n a \n b |

## **The ‘ f ’ Interpolator**

The literal ‘f’ interpolator allows to create a formatted String, similar to printf in C language. While using ‘f’ interpolator, all variable references should be followed by the **printf** style format specifiers such as %d, %i, %f, etc.

Let us take an example of append floating point value (height = 1.9d) and String variable (name = “James”) with normal string. The following code snippet of implementing ‘f’ Interpolator. Here $name%s to print (String variable) James and $height%2.2f to print (floating point value) 1.90.

val height = 1.9d

val name = "James"

println(f"$name%s is $height%2.2f meters tall") //James is 1.90 meters tall

# **Scala - Arrays**

Scala provides a data structure, the **array**, which stores a fixed-size sequential collection of elements of the same type.

# For Loop in Scala

**Syntax:**

for(w <- range){

// Code..

}

Here, *w* is a variable, *<-* operator is known as a generator, according to the name this operator is used to generate individual values from the range, and the *range* is the value which holds starting and ending values. The range can be represented by using either i to j or i until j.

for(w <- 0 to 10){

println(w)

}

Prints – 0 to 10

For(w <- 0 to 10){

println(w)

}

Prints – 0 to 9

#### Multiple values in for-loop

object Main

{

    def main(args: Array[String])

    {

    // for loop with multiple ranges

        for( w <- 0 to 3; z<- 8 until 10 )

        {

            println("Value of w is :" +w);

            println("Value of y is :" +z);

        }

    }

}

**Output:**

Value of w is :0

Value of y is :8

Value of w is :0

Value of y is :9

Value of w is :1

Value of y is :8

Value of w is :1

Value of y is :9

Value of w is :2

Value of y is :8

Value of w is :2

Value of y is :9

Value of w is :3

Value of y is :8

Value of w is :3

Value of y is :9

#### Using for-loop with Collections

object Main

{

    def main(args: Array[String])

    {

        var rank = 0;

        val ranklist = List(1, 2, 3, 4, 5, 6, 7, 8, 9, 10);

        // For loop with collection

        for( rank <- ranklist){

            println("Author rank is : " +rank);

        }

    }

}

#### Using for-loop with Filters

object Main

{

    def main(args: Array[String])

    {

        val ranklist = List(1, 2, 3, 4, 5, 6, 7, 8, 9, 10);

        // For loop with filters

        for( rank <- ranklist

        if rank < 7; if rank > 2 )

        {

            println("Author rank is : " +rank);

        }

    }

}

Author rank is : 3

Author rank is : 4

Author rank is : 5

Author rank is : 6

#### Using for-loop with Yield

|  |
| --- |
| // Scala program to illustrate how to  // use for loop with yields  object Main  {      def main(args: Array[String])      {          var rank = 0;          val ranklist = List(1, 2, 3, 4, 5, 6, 7, 8, 9, 10);            // For loop with yields          var output = for{ rank <- ranklist                      if rank > 4; if rank != 8 }                      yield rank            // Display result          for (rank <- output)          {              println("Author rank is : " + rank);          }      }  } |

**Output:**

Author rank is : 5

Author rank is : 6

Author rank is : 7

Author rank is : 9

Author rank is : 10

## **Scala for-loop Example using *by* keyword**

1. **object** MainObject {
2. **def** main(args: Array[String]) {
3. **for**(i<-1 **to** 10 by 2){
4. println(i)
5. }
6. }
7. }

Output:

1

3

5

7

9

**While Loop**

**While (condition){**

**}**

## **Multi-Dimensional Arrays**

var myMatrix = ofDim[Int](3,3)

import Array.\_

object Demo {

def main(args: Array[String]) {

var myMatrix = ofDim[Int](3,3)

// build a matrix

for (i <- 0 to 2) {

for ( j <- 0 to 2) {

myMatrix(i)(j) = j;

}

}

// Print two dimensional array

for (i <- 0 to 2) {

for ( j <- 0 to 2) {

print(" " + myMatrix(i)(j));

}

println();

}

}

}

### **Output**

0 1 2

0 1 2

0 1 2

**Scala Collections**

// List of Strings

val fruit: List[String] = List("apples", "oranges", "pears")

// List of Integers

val nums: List[Int] = List(1, 2, 3, 4)

// Empty List.

val empty: List[Nothing] = List()

// Two dimensional list

val dim: List[List[Int]] =

List(

List(1, 0, 0),

List(0, 1, 0),

List(0, 0, 1)

)

object Demo {

def main(args: Array[String]) {

val fruit = "apples" :: ("oranges" :: ("pears" :: Nil))

val nums = Nil

println( "Head of fruit : " + fruit.head )

println( "Tail of fruit : " + fruit.tail )

println( "Check if fruit is empty : " + fruit.isEmpty )

println( "Check if nums is empty : " + nums.isEmpty )

}

}

### **Output**

Head of fruit : apples

Tail of fruit : List(oranges, pears)

Check if fruit is empty : false

Check if nums is empty : true

object Demo {

def main(args: Array[String]) {

val fruit1 = "apples" :: ("oranges" :: ("pears" :: Nil))

val fruit2 = "mangoes" :: ("banana" :: Nil)

// use two or more lists with ::: operator

var fruit = fruit1 ::: fruit2

println( "fruit1 ::: fruit2 : " + fruit )

// use two lists with Set.:::() method

fruit = fruit1.:::(fruit2)

println( "fruit1.:::(fruit2) : " + fruit )

// pass two or more lists as arguments

fruit = List.concat(fruit1, fruit2)

println( "List.concat(fruit1, fruit2) : " + fruit )

}

}

### **Output**

fruit1 ::: fruit2 : List(apples, oranges, pears, mangoes, banana)

fruit1.:::(fruit2) : List(mangoes, banana, apples, oranges, pears)

List.concat(fruit1, fruit2) : List(apples, oranges, pears, mangoes, banana)

## **Creating Uniform Lists**

You can use **List.fill()** method creates a list consisting of zero or more copies of the same element.

object Demo {

def main(args: Array[String]) {

val fruit = List.fill(3)("apples") // Repeats apples three times.

println( "fruit : " + fruit )

val num = List.fill(10)(2) // Repeats 2, 10 times.

println( "num : " + num )

}

}

### **Output**

fruit : List(apples, apples, apples)

num : List(2, 2, 2, 2, 2, 2, 2, 2, 2, 2)

## **Reverse List Order**

List.reverse

# **Scala - Sets**

## **Concatenating Sets**

object Demo {

def main(args: Array[String]) {

val fruit1 = Set("apples", "oranges", "pears")

val fruit2 = Set("mangoes", "banana")

// use two or more sets with ++ as operator

var fruit = fruit1 ++ fruit2

println( "fruit1 ++ fruit2 : " + fruit )

// use two sets with ++ as method

fruit = fruit1.++(fruit2)

println( "fruit1.++(fruit2) : " + fruit )

}

}

object Demo {

def main(args: Array[String]) {

val fruit1 = Set("apples", "oranges", "pears")

val fruit2 = Set("mangoes", "banana")

// use two or more sets with ++ as operator

var fruit = fruit1 ++ fruit2

println( "fruit1 ++ fruit2 : " + fruit )

// use two sets with ++ as method

fruit = fruit1.++(fruit2)

println( "fruit1.++(fruit2) : " + fruit )

}

}

### **Output**

fruit1 ++ fruit2 : Set(banana, apples, mangoes, pears, oranges)

fruit1.++(fruit2) : Set(banana, apples, mangoes, pears, oranges)

## **Find Max, Min Elements in a Set**

### **Example**

object Demo {

def main(args: Array[String]) {

val num = Set(5,6,9,20,30,45)

// find min and max of the elements

println( "Min element in Set(5,6,9,20,30,45) : " + num.min )

println( "Max element in Set(5,6,9,20,30,45) : " + num.max )

}

}

## **Find Common Values Insets**

You can use either **Set.&** method or **Set.intersect** method to find out the common values between two sets.

object Demo {

def main(args: Array[String]) {

val num1 = Set(5,6,9,20,30,45)

val num2 = Set(50,60,9,20,35,55)

// find common elements between two sets

println( "num1.&(num2) : " + num1.&(num2) )

println( "num1.intersect(num2) : " + num1.intersect(num2) )

}

}

### **Output**

num1.&(num2) : Set(20, 9)

num1.intersect(num2) : Set(20, 9)

# **Scala - Maps**

Scala map is a collection of key/value pairs. Any value can be retrieved based on its key. Keys are unique in the Map, but values need not be unique.

object Demo {

def main(args: Array[String]) {

val colors = Map("red" -> "#FF0000", "azure" -> "#F0FFFF", "peru" -> "#CD853F")

val nums: Map[Int, Int] = Map()

println( "Keys in colors : " + colors.keys )

println( "Values in colors : " + colors.values )

println( "Check if colors is empty : " + colors.isEmpty )

println( "Check if nums is empty : " + nums.isEmpty )

}

}

## **Concatenating Maps**

You can use either **++** operator or **Map.++()** method to concatenate two or more Maps, but while adding Maps it will remove duplicate keys.

object Demo {

def main(args: Array[String]) {

val colors1 = Map("red" -> "#FF0000", "azure" -> "#F0FFFF", "peru" -> "#CD853F")

val colors2 = Map("blue" -> "#0033FF", "yellow" -> "#FFFF00", "red" -> "#FF0000")

// use two or more Maps with ++ as operator

var colors = colors1 ++ colors2

println( "colors1 ++ colors2 : " + colors )

// use two maps with ++ as method

colors = colors1.++(colors2)

println( "colors1.++(colors2)) : " + colors )

}

}

### **Output**

colors1 ++ colors2 : Map(blue -> #0033FF, azure -> #F0FFFF,

peru -> #CD853F, yellow -> #FFFF00, red -> #FF0000)

colors1.++(colors2)) : Map(blue -> #0033FF, azure -> #F0FFFF,

peru -> #CD853F, yellow -> #FFFF00, red -> #FF0000)

## **Print Keys and Values from a Map**

object Demo {

def main(args: Array[String]) {

val colors = Map("red" -> "#FF0000", "azure" -> "#F0FFFF","peru" -> "#CD853F")

colors.keys.foreach{ i =>

print( "Key = " + i )

println(" Value = " + colors(i) )}

}

}

### **Output**

Key = red Value = #FF0000

Key = azure Value = #F0FFFF

Key = peru Value = #CD853F

## **Check for a key in Map**

You can use either **Map.contains** method to test if a given key exists in the map or not. Try the Following example program to key checking.

object Demo {

def main(args: Array[String]) {

val colors = Map("red" -> "#FF0000", "azure" -> "#F0FFFF", "peru" -> "#CD853F")

if( colors.contains( "red" )) {

println("Red key exists with value :" + colors("red"))

} else {

println("Red key does not exist")

}

if( colors.contains( "maroon" )) {

println("Maroon key exists with value :" + colors("maroon"))

} else {

println("Maroon key does not exist")

}

}

}

### **Output**

Red key exists with value :#FF0000

Maroon key does not exist

# **Scala - Tuples**

Scala tuple combines a fixed number of items together so that they can be passed around as a whole. Unlike an array or list, a tuple can hold objects with different types but they are also immutable.

To access elements of a tuple t, you can use method t.\_1 to access the first element, t.\_2 to access the second, and so on. For example, the following expression computes the sum of all elements of t.

object Demo {

def main(args: Array[String]) {

val t = (4,3,2,1)

val sum = t.\_1 + t.\_2 + t.\_3 + t.\_4

println( "Sum of elements: " + sum )

}

}

### **Output**

Sum of elements: 10

## **Iterate over the Tuple**

object Demo {

def main(args: Array[String]) {

val t = (4,3,2,1)

t.productIterator.foreach{ i =>println("Value = " + i )}

}

}

### **Output**

Value = 4

Value = 3

Value = 2

Value = 1

## **Swap the Elements**

t.swap

# **Scala - Options**

Scala Option[ T ] is a container for zero or one element of a given type. An Option[T] can be either **Some[T]** or **None** object, which represents a missing value. For instance, the get method of Scala's Map produces Some(value) if a value corresponding to a given key has been found, or **None** if the given key is not defined in the Map.

def findPerson(key: Int): Option[Person]

object Demo {

def main(args: Array[String]) {

val capitals = Map("France" -> "Paris", "Japan" -> "Tokyo")

println("capitals.get( \"France\" ) : " + capitals.get( "France" ))

println("capitals.get( \"India\" ) : " + capitals.get( "India" ))

}

}

### **Output**

capitals.get( "France" ) : Some(Paris)

capitals.get( "India" ) : None

object Demo {

def main(args: Array[String]) {

val capitals = Map("France" -> "Paris", "Japan" -> "Tokyo")

println("show(capitals.get( \"Japan\")) : " + show(capitals.get( "Japan")) )

println("show(capitals.get( \"India\")) : " + show(capitals.get( "India")) )

}

def show(x: Option[String]) = x match {

case Some(s) => s

case None => "?"

}

}

### **Output**

show(capitals.get( "Japan")) : Tokyo

show(capitals.get( "India")) : ?

## **Using getOrElse() Method**

object Demo {

def main(args: Array[String]) {

val a:Option[Int] = Some(5)

val b:Option[Int] = None

println("a.getOrElse(0): " + a.getOrElse(0) )

println("b.getOrElse(10): " + b.getOrElse(10) )

}

}

### **Output**

a.getOrElse(0): 5

b.getOrElse(10): 10

## **Using isEmpty() Method**

object Demo {

def main(args: Array[String]) {

val a:Option[Int] = Some(5)

val b:Option[Int] = None

println("a.isEmpty: " + a.isEmpty )

println("b.isEmpty: " + b.isEmpty )

}

}

a.isEmpty: false

b.isEmpty: true

# **Scala - Iterators**

An iterator is not a collection, but rather a way to access the elements of a collection one by one. The two basic operations on an **iterator it** are **next** and **hasNext**. A call to **it.next()** will return the next element of the iterator and advance the state of the iterator. You can find out whether there are more elements to return using Iterator's **it.hasNext** method.

object Demo {

def main(args: Array[String]) {

val it = Iterator("a", "number", "of", "words")

while (it.hasNext){

println(it.next())

}

}

}

### **Output**

a

number

of

words

## **Find Min & Max Valued Element**

object Demo {

def main(args: Array[String]) {

val ita = Iterator(20,40,2,50,69, 90)

val itb = Iterator(20,40,2,50,69, 90)

println("Maximum valued element " + ita.max )

println("Minimum valued element " + itb.min )

}

}

## **Find the Length of the Iterator**

object Demo {

def main(args: Array[String]) {

val ita = Iterator(20,40,2,50,69, 90)

val itb = Iterator(20,40,2,50,69, 90)

println("Value of ita.size : " + ita.size )

println("Value of itb.length : " + itb.length )

}

}

# **Scala - Traits**

A trait encapsulates method and field definitions, which can then be reused by mixing them into classes.

trait Equal {

def isEqual(x: Any): Boolean

def isNotEqual(x: Any): Boolean = !isEqual(x)

}

class Point(xc: Int, yc: Int) extends Equal {

var x: Int = xc

var y: Int = yc

def isEqual(obj: Any) = obj.isInstanceOf[Point] && obj.asInstanceOf[Point].x == y

}

object Demo {

def main(args: Array[String]) {

val p1 = new Point(2, 3)

val p2 = new Point(2, 4)

val p3 = new Point(3, 3)

println(p1.isNotEqual(p2))

println(p1.isNotEqual(p3))

println(p1.isNotEqual(2))

}

}